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Abstract

Blockchains are immutable digital ledger systems implemented in a distributed fashion (i.e., without a central repository) and usually without a central authority. At its most basic level, they enable a community of users to record transactions in a ledger public to that community such that no transaction can be changed once published. This document provides a high-level technical overview of blockchain technology. It discusses its application to electronic currency in depth, but also shows its broader applications. The purpose is to help readers understand how blockchains work, so that they can be appropriately and usefully applied to technology problems. Additionally, this document explores some specific blockchain applications and some examples of when a blockchain system should be considered for use.
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Executive Summary

Blockchains are immutable digital ledger systems implemented in a distributed fashion (i.e., without a central repository) and usually without a central authority. At their most basic level, they enable a community of users to record transactions in a ledger that is public to that community, such that no transaction can be changed once published. In 2008, the blockchain idea was combined in an innovative way with several other technologies and computing concepts to enable the creation of modern cryptocurrencies: electronic money protected through cryptographic mechanisms instead of a central repository. The first such blockchain based approach was Bitcoin. These currency blockchain systems are novel in that they store value, not just information. The value is attached to a digital wallet—an electronic device (or software) that allows an individual to make electronic transactions. The wallets are used to sign transactions sent from one wallet to another, recording the transferred value publicly, allowing all participants of the network to independently verify the validity of the transactions. Each participant can keep a full record of all transactions, making the network resilient to attempts to alter that record (or forge transactions) later.

Because there are countless news articles and videos describing the “magic” of the blockchain, this paper aims to describe the method behind the magic (i.e., how a blockchain system works). Arthur C. Clarke once wrote, “Any sufficiently advanced technology is indistinguishable from magic” [1]. Clarke’s statement is a perfect representation for the emerging use cases for blockchain technology. There is a high level of hype around the use of blockchains, yet the technology is not well understood. It is not magical; it will not solve all problems. As with all new technology, there is a tendency to want to apply it to every sector in every way imaginable. This document attempts bring a high-level understanding of the technology so that it can be applied effectively.

As stated above, blockchain technology is the foundation of modern cryptocurrencies, so named because of blockchain’s heavy usage of cryptographic functions. Users utilize public and private keys to digitally sign and securely transact within the system. Users of the blockchain may solve puzzles using cryptographic hashing in hopes of being rewarded with a fixed amount of the cryptocurrency. However, blockchain technology is more broadly applicable than its application to cryptocurrencies. In this work, we try to show this broader applicability while still focusing to a large extent on the cryptocurrency use case (since that is the primary use case today).

Organizations considering implementing blockchain technology need to understand important aspects of the technology. For example, what happens when an organization implements a blockchain system and then decides they need to make modifications to the data stored? When using a database, this can be accomplished through a simple query (or major changes can be made by updating the database schema or software). However, on a blockchain, it is much more difficult to change data or update the ‘database’ software. Organizations need to understand the extreme difficulty in changing anything that is already on the blockchain, and that changes to the blockchain software may cause forking of the blockchain. Another critical aspect of blockchain technology is how the participants agree that a transaction is valid. This is called “reaching consensus”, and there are many models for doing so, each with positives and negatives for a specific business case.
Some existing blockchain technologies focus on storing wealth, while others are a platform for smart contracts (software which is deployed on the blockchain itself, and executed by the computers running that blockchain). New blockchain technologies are being developed constantly to enable new use cases and to improve the efficiency of existing systems. Some blockchain implementations are permissionless, meaning anyone can read and write to them. Other implementations limit participation to specific people or companies, allow finer-grained controls, and may be managed by a central entity. Knowing these specifics allows an organization to understand what will be most applicable to its needs.

Despite the many variations of blockchain systems and the rapid development of new technologies, most blockchains use some common core concepts. Each transaction involves one or more addresses and a recording of what happened, and it is digitally signed. Blockchains are comprised of blocks, each block being a group of transactions. All the transactions in a block are grouped together, along with a cryptographic hash of the previous block. Finally, a new hash is created for the current block’s header to be recorded within the block data itself as well as within the next block. Over time, each block is then chained to the previous block in the chain by adding the hash of the previous block to the header of the current block.

Each technology used in a blockchain system takes existing, proven concepts and merges them together in a way that can address problems that were previously difficult. This document explores the fundamentals of how blockchain technologies work, how the participants in the network come to agree whether a transaction is valid, what happens when changes need to be made to an existing blockchain deployment, and how permissions work. Additionally, this document explores specific blockchain applications and examples of when to consider using a blockchain system.

The use of blockchain technology is not a silver bullet, and there are issues that must be considered such as how to deal with malicious users, how controls are applied, and the limitations of any blockchain implementation. That said, blockchain technology is an important concept that will be a basis for many new solutions.
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1 Introduction

Blockchains are immutable digital ledger systems implemented in a distributed fashion (i.e., without a central repository) and usually without a central authority. At their most basic level, they enable a community of users to record transactions in a ledger that is public to that community, such that no transaction can be changed once published. This technology became widely known starting in 2008 when it was applied to enable the emergence of electronic currencies where digital transfers of money take place in distributed systems. It has enabled the success of e-commerce systems such as Bitcoin, Ethereum, Ripple, and Litecoin. Because of this, blockchains are often viewed as bound to Bitcoin or possibly e-currency solutions in general. However, the technology is more broadly useful and is available for a variety of applications.

The numerous components of blockchain technology along with its reliance on cryptographic primitives and distributed systems can make it challenging to understand. However, each component can be described simply and used as a building block to understand the larger complex system. We provide an informal concise description of blockchain technology:

Blockchains are distributed digital ledgers of cryptographically signed transactions that are grouped into blocks. Each block is cryptographically linked to the previous one after validation and undergoing a consensus decision. As new blocks are added, older blocks become more difficult to modify. New blocks are replicated across all copies of the ledger within the network, and any conflicts are resolved automatically using established rules.

1.1 Background and History

The core ideas behind blockchain technology emerged in 1991 when a signed chain of information was used as an electronic ledger for digitally signing documents in a way that could easily show none of the signed documents in the collection had been changed [2]. It was first applied to digital cash in 2008 in the initial paper describing the Bitcoin electronic cash solution, *Bitcoin: A Peer to Peer Electronic Cash System* [3], which was published pseudonymously by Satoshi Nakamoto. The actual author(s) and owner of the first Bitcoins remain a mystery. Since then, blockchain technology has become tightly linked to Bitcoin and is often assumed to be used for monetary transactions (although it is not restricted to simple fund transfers). Nakamoto’s paper contained the blueprint that most modern digital cash schemes follow, with many variations. Bitcoin is in fact the first of many applications or use cases for a blockchain.

Many electronic cash schemes existed prior to Bitcoin, but none of them achieved widespread use. By adopting blockchain technology, Bitcoin achieved compelling capabilities that promoted its use. The use of a blockchain enabled Bitcoin to be implemented in a distributed fashion so that no single user controlled the currency and no single point of failure existed. Its primary benefit was to enable direct electronic financial transactions between users without the need for a third party. It also enabled the issuance of new currency in a fair fashion to those users (sometimes called miners or minters) maintaining the blockchain that, among other factors, enabled lower transaction costs for using the system. The payment of the mining nodes enabled distributed administration of the system without the need to organize those maintaining the system. By using a distributed blockchain and consensus-based maintenance, a self-policing mechanism was created that ensured that only valid transactions were added to the blockchain.
Also, the blockchain enabled users to be *pseudonymous*, meaning that users are anonymous but their accounts are not – all their transactions are publicly observable. This has effectively enabled Bitcoin to offer pseudo-anonymity because accounts can be created without any identification or authorization process. Finally, the distributed maintenance of the blockchain created a system with complete transparency, which promoted trust in its use. Since all transactions are transparent within the system, and must be verified before being included, it greatly reduces the ability for users to *double spend* (sending the same digital asset to more than one user) their digital assets. One of the most valuable aspects of applications built on blockchains is that they can enable business to be conducted with untrusted and unknown users.

### 1.2 Purpose and Scope

This document provides a high-level technical overview of blockchain technology. It discusses its application for electronic currency in depth, but also shows its broader uses. It looks at different categories of approaches since many blockchain platforms exist, each subtly different. This document is intended to help readers to understand the technologies which comprise blockchain systems and to understand how blockchains can be appropriately and usefully applied to technology problems.

### 1.3 Notes on Terms

The terminology for blockchain technology varies from one implementation to the next – in order to talk about the technology as a whole, generic terms will be used. Throughout this document the terms *user* and *node* are used to describe aspects of blockchain components. For the purposes of this document, a *user* is a generic term to describe any person, organization, entity, business, government, etc. which is utilizing the blockchain system. A *node* is an individual system within a blockchain system, and can further be refined to *full node* (stores the entire blockchain), *mining node* (full node that also maintains the blockchain by publishing new blocks), and *lightweight node* (node that does not maintain a history of the entire blockchain).

### 1.4 Document Structure

The rest of this document consists of the following sections and appendices:

- Section 2 defines the high-level components of a blockchain system architecture, including hashes, transactions, ledgers, blocks, and blockchains.
- Section 3 discusses how a blockchain is expanded through the addition of new blocks representing sets of transactions.
- Section 4 examines the need for consensus models to resolve conflicts among blockchain mining nodes.
- Section 5 introduces the concept of forking.
- Section 6 defines and discusses smart contracts.
- Section 7 looks at blockchain permission models, discusses their application considerations, and provides use case examples for each model.
- Section 8 provides several examples of blockchain platforms in use today to indicate the variations from one platform to another.
- Section 9 highlights some of the limitations of blockchain technology.
• Section 10 gives a short conclusion for the document.
• Appendix A contains a glossary for selected terms defined in the document.
• Appendix B provides a list of acronyms and abbreviations used in the document.
• Appendix C defines the references used throughout the document.
Blockchain systems can seem complex; however, they can be easily understood by examining each component technology individually. At a high level, blockchains utilize well-known computer science mechanisms (linked lists, distributed networking) as well as cryptographic primitives (hashing, digital signatures, public/private keys) mixed with financial concepts (such as ledgers).

### 2.1 Hashes

An important component of the blockchain technology is the use of cryptographic hash functions for many operations, such as hashing the content of a block. Hashing is a method of calculating a relatively unique fixed-size output (called a message digest, or just digest) for an input of nearly any size (e.g., a file, some text, or an image). Even the smallest change of input (e.g., a single bit) will result in a completely different output digest. Table 1 shows simple examples of this. Hash algorithms are designed to be one-way (known as being preimage resistant): it is computationally infeasible to find any input that maps to any pre-specified output. If a particular output is desired, many inputs must be tried by passing them through the hash function until an input is found that produces the desired result. Hash algorithms are also designed to be collision resistant (known as second preimage resistant): it is computationally infeasible to find two or more inputs that produce the same output.

A hashing algorithm used in many blockchain technologies is the Secure Hash Algorithm (SHA) with an output size of 256 bits (SHA-256). Many computers support this algorithm in hardware, making it fast to compute. This algorithm has an output of 32 (8-bit) characters (shown below, in Table 1, as a 64-character hexadecimal string), meaning that there are $2^{256} \approx 10^{77}$, or 115,792,089,237,316,195,423,257,085,345,003,003,966,578,867,580,071,467,948,117,763,308,718,020,170 possible digest values. The algorithm for SHA-256, as well as others, is specified in Federal Information Processing Standard (FIPS) 180-4 [4]. The NIST Secure Hashing website [5] contains FIPS specifications for all NIST-approved hashing algorithms.

<table>
<thead>
<tr>
<th>Input Text</th>
<th>SHA-256 Digest Value</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0x6b86b273ff34fcec19d6b804eff5a3f5747ada4eaa22fd49c01e52db7875b4b</td>
</tr>
<tr>
<td>2</td>
<td>0xd4735e3a265e16e03f59718b9b5d03019c07d8b6c5f90da3a66ee13ab35</td>
</tr>
<tr>
<td>Hello, World!</td>
<td>0xdff6021bb2bd5b0af676290809ec3a53191dd81c7f70a4b28688a362182986f</td>
</tr>
</tbody>
</table>

Since there is an extremely large number of possible input values and a finite number of possible output digest values, it is possible to have a collision where $\text{hash}(x) = \text{hash}(y)$ (i.e., the hash of two different inputs produces the same digest). However, it is highly unlikely for any such input $x$ and $y$ that produce the same digest to both be valid in the context of the blockchain system (in this case, both being valid blockchain transactions) as well as be computed reasonably close to each other in time. The hashing algorithm used (SHA-256) is said to be collision resistant, since to find a collision in SHA-256, one would have to execute the algorithm, on average, about $2^{128}$ times.
times. Blockchain technologies take a list of transactions and create a hash “fingerprint” (the digest is the fingerprint) for the list. Anyone with the same list of transactions can generate the exact same fingerprint. If a single value in a transaction within the list changes, the digest for that block changes, making it easy to discover even minor one bit changes.

2.2 Transactions

A transaction is a recording of a transfer of assets (digital currency, units of inventory, etc.) between parties. An analog to this would be a record in a checking account for each time money was deposited or withdrawn. Table 2 shows a notional example of a transaction. Each block in a blockchain contains multiple transactions. A single transaction typically requires at least the following information fields, but can contain more:

- **Amount** – The total amount of the digital asset to transfer.
- **Inputs** – A list of the digital assets to be transferred (their total value equals the amount). Note that each digital asset is uniquely identified and may have different values from other assets. However, assets cannot be added or removed from existing digital assets. Instead, digital assets can be split into multiple new digital assets (each with lesser value) or combined to form fewer new digital assets (each with a correspondingly greater value).
- **Outputs** – The accounts that will be the recipients of the digital assets. Each output specifies the value to be transferred to the new owner(s), the identity of the new owner(s), and a set of conditions the new owners must meet to receive that value. If the digital assets provided are more than required, the extra funds are returned to the sender (this is a mechanism to “make change”).
- **Transaction ID/Hash** – A unique identifier for each transaction. Some blockchains use an ID, and others take a hash of the specific transaction as a unique identifier.

### Table 2: Example Transaction

<table>
<thead>
<tr>
<th>Transaction ID: 0xa1b2c3</th>
<th>Input</th>
<th>Output</th>
<th>Amount</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Account A</td>
<td>Account B</td>
<td>0.0321</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>Account C</td>
<td>2.5000</td>
<td>2.5321</td>
</tr>
</tbody>
</table>

Determining the validity of a transaction is important. Just because someone claims a transaction took place does not mean it really happened. Transactions are signed and can be verified with public/private key pairs at any time.

2.3 Asymmetric-Key Cryptography

A fundamental technology utilized by blockchain technologies is asymmetric-key cryptography\(^1\) (also referred to as public/private key cryptography). Asymmetric-key cryptography uses a pair

of keys: a public key and a private key that are mathematically related to each other. The public key may be made public without reducing the security of the process, but the private key must remain secret if the data is to retain its cryptographic protection. Even though there is a relationship between the two keys, the private key cannot efficiently be determined based on knowledge of the public key.

Asymmetric key cryptography uses the different keys of the key pair for specific functions, dependent on which service is to be provided. For example, when digitally signing data, the cryptographic algorithm utilizes the private key to sign. The signature can then be verified using the corresponding public key.

Asymmetric-Key Cryptography Utilization in Blockchain Systems:

- Private keys are used to digitally sign transactions.
- Public keys are used to derive addresses, allowing for a one-to-many approach for pseudonymity (one public key pair can yield multiple addresses; in some cases, multiple public key pairs are utilized to create multiple addresses).
- Public keys are used to verify signatures generated with private keys.
- Asymmetric-key cryptography provides the ability to verify that the user transferring value to another user is in possession of the private key capable of signing the value.

2.4 Addresses and Address Derivation

A user’s address is a short, alphanumeric string derived from the user’s public key using a hash function, along with some additional data (used to detect errors). Addresses are used to send and receive digital assets. Most blockchain systems make use of addresses as the “to” and “from” endpoints in a transaction. Addresses are shorter than the public keys and are not secret. To generate an address, it typically means taking a public key, hashing it, and converting the hash to text:

\[
\text{public key} \rightarrow \text{hash function} \rightarrow \text{address}
\]

Users can generate as many private/public key pairs, and therefore addresses as desired, allowing for a varying degree of pseudo-anonymity. Addresses act as the public-facing “identity” on a blockchain for a user, and oftentimes an address will be converted into a QR code for easier use.

When a blockchain distributes digital assets, it does so by assigning them to an address. To spend that digital asset, a user must prove possession of the address’s corresponding private key. By digitally signing a transaction with the private key, the transaction can be verified with the public key.

2.4.1 Private Key Storage

Most users of a blockchain system do not record their private keys manually, rather, software commonly called a wallet securely stores them. The wallet can store private keys, public keys, and associated addresses. The wallet software can also calculate the total number of assets a user may have.
A private key is usually generated using a secure random function, meaning that reconstructing it is difficult, if not impossible. If a user loses a private key, then any asset associated with that key is lost. If a private key is stolen, the attacker will have full access to all assets controlled by that private key. The security of private keys is so important that many users use special secure hardware to store it.

Private key storage is an extremely important aspect of blockchain technology. When it is reported in the news that “Bitcoin was stolen from…”, it almost certainly means the private keys were found and used to sign a transaction sending the money to a new account, not that the system was compromised. Note that because blockchain data cannot generally be changed, once a criminal steals a private key and publicly moves the associated funds to another account, it cannot be undone.

2.5 Ledgers

A ledger is a collection of transactions. Throughout history, pen and paper ledgers have been used to keep track of the exchange of goods and services. More recently, ledgers have been stored digitally, often in large databases owned and operated solely by centralized “trusted” third parties on behalf of a community of users (i.e., the third party is the owner of the ledger). Centralized ledgers may have shortcomings, such as:

- They may be lost or destroyed; a user must trust that the owner is properly backing up the system.
- The transactions may not be valid; a user must trust that the owner is validating each received transaction.
- The transaction list may not be complete; a user must trust that the owner is including all valid transactions that have been received.
- The transaction data may have been altered; a user must trust that the owner is not altering past transactions.

Of course, it is in the best interest of any centralized ledger to backup data, validate transactions, include all valid transactions, and not to alter history.

A ledger implemented using a blockchain can mitigate these issues through the use of a distributed consensus mechanism. One aspect of this is that the blockchain ledger will be copied and distributed amongst every node within the system. Figure 1 depicts a simple network with four nodes, where each has a copy of a ledger of transactions.
Figure 1 - A simple network maintaining a copy of a ledger across nodes

New transactions are submitted to a node (as seen in Figure 2), which will then alert the rest of the network that a new transaction has arrived (as seen in Figure 3).
Figure 2 - Submitting a Transaction to a Node, waiting in the Pending Transaction List

At this point, it is a pending transaction, and not included in a block within the ledger.
Eventually, a node will include this new transaction within a block and complete the system’s required consensus method (explained later). This new block will be distributed across the system and all ledgers will be updated to include the new transaction (as seen in Figure 4).
Whenever new users join the system, they receive a full copy of the blockchain, making loss or destruction of the ledger difficult. All transactions are stored in blocks within the blockchain (transactions discussed in Section 2.2).

2.6 Blocks

Users may submit candidate transactions to the ledger by sending these transactions to some of the nodes participating in the blockchain. Submitted transactions are propagated to the other nodes in the network (but this by itself does not include the transaction in the blockchain). The distributed transactions then wait in a queue, or transaction pool, until they are added to the blockchain by a mining node.

Mining nodes are the subset of nodes that maintain the blockchain by publishing new blocks. Transaction are added to the blockchain when a mining node publishes a block. A block contains a set of validated transactions. ‘Validity’ is ensured by checking that the providers of funds in each transaction (listed in the transaction’s ‘input’ values) have each cryptographically signed the transaction. This verifies that the providers of funds for a transaction had access to the private key which could sign over the available funds. The other mining nodes will check the validity of all transactions in a published block and will not accept a block if it contains any invalid transactions.
After creation, each block is hashed thereby creating a digest that represents the block. The change of even a single bit in the block would completely change the hash value. The block’s hash digest is used to help protect the block from change since all nodes will have a copy of the block’s hash and can then check to make sure that the block has not been changed.

The actual construction of a block is slightly more complicated. The data fields comprising a block typically consist of the following:

- The block number, also known as block height
- The current block hash value
- The previous block hash value
- The Merkle tree root hash (defined below)
- A timestamp
- The size of the block
- The nonce value, which is a number manipulated by the mining node to solve the hash puzzle that gives them the right to publish the block (see Section 4.1 for details)
- A list of transactions included within the block

Rather than storing the hash of every transaction within the header of a block, a data structure known as a Merkle tree is utilized. A Merkle tree combines the hash values of data together until there is a singular root (a Merkle tree root hash). The root is an efficient mechanism used to summarize the transactions in a block and verify the presence of a transaction within a block. This structure ensures that the data sent in a distributed network is valid, since any alteration to the underlying data would be detected and can be discarded. Figure 5 shows an example of a Merkle tree:

- The bottom row represents the data to be summarized, in the case of blockchains this is the transaction data.
- The second to bottom row shows that data being hashed.
- The hashed data from the second row is then combined and then hashed on the third to bottom row.
- Finally, the top row shows the Root hash, which combines and hashes H4 and H5. The root hash is a hash of all previous combinations and hashes made.
Figure 5: Example of a Merkle Tree

Figure 6 shows the relationship between a Merkle tree and a block. The bottom row of the tree contains blockchain transactions Tx0 through Tx3. The Merkle root is stored within the block header.

The entire block header is hashed; the block header hash value is stored within the block itself, as well as within the next block, and this helps provide the immutability of transactions since the Merkle root hash will not match if any change is made to the transactions.
Figure 6: Blockchain with Merkle Tree
2.7 Chaining Blocks

Blocks are chained together through each block containing the hash of the previous block’s header, thus forming the blockchain. If a previously published block were changed, it would have a different hash. This in turn would cause all subsequent blocks to also have different hashes since they include the hash of the previous block. This makes it possible to easily detect and reject any changes to previously published blocks. Figure 7 shows a generic chain of blocks.

![Generic Chain of Blocks](image)

3 Blockchains in Operation

In the previous section, we provided a static view of the components of a generic blockchain. In this section, we discuss how a blockchain is expanded through the addition of new blocks representing sets of transactions. We discuss here a permissionless blockchain that utilizes the proof of work consensus method (the most popular method to date and the one used by Bitcoin and its derivatives). Information on other consensus methods is discussed in Section 4 below.

Blockchains are maintained through the consensus of a set of computers running blockchain software, known as mining nodes. There is no central authority determining which node publishes the next block on the blockchain. Each node maintains a copy of the blockchain and may propose a new block to the other mining nodes. Invalid blocks will be detected and rejected because it is difficult to compute a valid block, but computationally easy to verify one. Mining is an intentionally resource-intensive task, taking large amounts of processing power, memory, or both, depending on the specific blockchain application. The consensus protocol that determines which new block gets added to the blockchain is discussed in Section 4.

As mentioned earlier, any computer running blockchain software is considered a node of that blockchain. There are generally two types of nodes: full nodes and lightweight nodes. The job of a full node is to store the blockchain data, pass along the data to other nodes, and ensure newly added blocks are valid. Validation entails ensuring that the format of the block is correct, all hashes in the new block were computed correctly, the new block contains the hash of the previous block, and each transaction in the block is valid and signed by the appropriate parties. Full nodes may also act as mining nodes (i.e., generating new blocks). Lightweight nodes do not need to store full copies of the blockchain and often pass their data on to full nodes to be
processed. Lightweight nodes are generally found on smartphones and Internet of Things (IoT) devices—devices with limited computational and/or storage capability. Any node may propose new transactions, and these proposed transactions are propagated between nodes until they are eventually added to a block.

Proposed transactions within a blockchain system are stored on mining nodes within an *unspent transaction pool*—waiting to be included within a block as depicted in Figure 8.

![Figure 8: Transaction Being Added to Unspent Transaction Pool](image)

When mining nodes put together a new candidate block, they include a set of unspent transactions. They may take a combination of older transactions that have been waiting for some time and newer transactions that offer a higher payment (in the form of a transaction fee paid by the user who submitted the transaction). The mining node checks that each transaction is itself valid since the other nodes would reject the block if it included invalid transactions. At this point, the mining node fills out all information required by the block structure discussed in Section 2.6, except the nonce.

Some blockchain systems require a form of sacrifice to create the next block—such as expending time and effort, or staking for the privilege. For systems, which require time and effort, the mining node calculates many random nonce values to attempt to solve a computationally difficult puzzle. The winning mining node gets the right to publish the next block (see Section 4.1). Usually, mining nodes try many nonce values before solving a puzzle. Once a puzzle is solved with a particular nonce, the node creates a hash of the block’s data and stores it within the
block itself. Figure 9 depicts the high-level structure of the constructed block. The block is then sent out to other nodes for verification; if everything is verified, the nodes accept it as the latest block and continue to pass it along. Section 4.4 discusses what happens if multiple mining nodes solve the challenge in the same timeframe, creating multiple competing ‘next’ blocks.

Figure 9: Finalized Block (Generalized)
4 Consensus

In our generic presentation of a blockchain from the previous section, many mining nodes are competing at the same time to solve a puzzle to gain the right of publishing the next block (and if applicable, a financial award). They are generally mutually distrusting users that may only know each other by their public addresses. Each user may be motivated by a desire for financial gain, not the well-being of the other mining nodes or even the network as a whole. In such a situation, why would a user propagate a block solved by another user? Also, who resolves conflicts when multiple mining nodes solve a block at approximately the same time? To make this work, blockchains use a variety of consensus models that enable a group of mutually distrusting users to work together.

Note that when a user joins a blockchain system, the user agrees to the initial state of the system. This is recorded in the only pre-configured block, the genesis block. Every blockchain has a published genesis block and every block must be added to the blockchain after it, based on an agreed-upon consensus method. Regardless of the method, however, each block must be valid and thus can be validated independently by each user in the blockchain network. By combining the initial state and the ability to verify every block since then, users can agree on the current state of the blockchain. Note that if there were ever two valid chains presented to a user, the default mechanism, in most blockchain systems, is that the longer chain is ‘more’ valid and should be adopted (this happens occasionally and will be discussed later).

The following properties are then in place:

- The initial state of the system is agreed upon.
- Users agree to the consensus method by which blocks are added to the system.
- Every block is linked to the previous block with a hash (except for the first ‘genesis’ block, which has no previous block, and usually has a hash value of all 0’s for the previous block).
- Users can verify every block.

In practice, node software handles all the details. Key to the blockchain approach is that there is no need to have a trusted third party to give the state of the system—every user within the system can verify the system’s integrity. To add a new block to the blockchain, all participating nodes must come to a common agreement over time, however, so some temporary disagreement is permitted. The method of agreement (or consensus) must work even in the presence of possibly malicious users attempting to disrupt or take over the blockchain. This section discusses several major consensus models, as well as conflict resolution.

4.1 Proof of Work Consensus Model

In the proof of work model, a user gets the right to publish the next block by solving a computationally intensive puzzle. The solution to this puzzle is the “proof” they have performed.

---

2 Proof of work is often abbreviated PoW.
work. The puzzle is designed such that solving the puzzle is difficult, but checking that a solution is valid is easy. This enables all other mining nodes to easily validate any proposed next blocks, and any proposed block that did not satisfy the puzzle would be rejected. A common puzzle method is to require that the hash of the block be less than a certain value. Mining nodes then make many small changes to the block (the nonce) trying to find a block hash that meets the requirement. For each attempt, the mining node must compute the hash for the entire block header, which is a computationally intensive process. The required value may be modified over time to adjust the difficulty to influence how often blocks are being published. For example, Bitcoin, which uses the proof of work model, adjusts the puzzle difficulty every two weeks to influence the block publication rate to be around once every ten minutes.

An important aspect of this model is that the past work put into a puzzle does not influence one’s likelihood of solving future puzzles. Hashing a candidate block one thousand or one million times (with different nonce values) only increases the likelihood of solving the current puzzle (as the nonce input space is being reduced with each hash calculation), it does not increase the user’s likelihood of solving any future puzzles, and therefore each puzzle to solve for a block is independent and requires the same amount of work. This means that when a user receives a completed block from another user, they are incentivized to include the new block because they know the other mining nodes will include it and start building off it. If they refuse to accept the new block, they will be building off a shorter chain of blocks and (as mentioned previously) by default, the longest valid chain is adopted.

As an example, consider a puzzle where, using the SHA-256 algorithm, a computer must find a hash value meeting the following target criteria:

\[
\text{SHA256}(\text{"blockchain" + Nonce}) = \text{Hash Value starting with "000000"}
\]

In this example, the text string “blockchain” is appended with a nonce value and then the hash value is calculated. The nonce values used will be numeric values only. This is a relatively easy puzzle to solve and some sample output follows:

\[
\begin{align*}
\text{SHA256} (\text{"blockchain0")} &= \text{0xbd4824d8ee63fc82392a644144166d22ed84eaa6dab11d4923075975acab938} \\
&\quad \text{(not solved)}
\end{align*}
\]

\[
\begin{align*}
\text{SHA256} (\text{"blockchain1")} &= \text{0xdb0b9c1cb5e9c680dfff7402f1a8efad0e786f41b6b89a758fb26d9e223e0a10} \\
&\quad \text{(not solved)}
\end{align*}
\]

... 

\[
\begin{align*}
\text{SHA256} (\text{"blockchain10730895")} &= \text{0x000000ca1415e0bec568f6f605fcco83d18cace7a4e6c219a957c10c6879d67587} \\
&\quad \text{(solved)}
\end{align*}
\]

To solve this puzzle, it took 10,730,896 guesses (completed in 54 seconds on relatively old hardware, starting at 0 and testing one value at a time). However, each additional “leading zero” value increases the difficulty. By increasing the target by one additional leading zero (“0000000”), the same hardware took 934,224,175 guesses to solve the puzzle (completed in 1 hour, 18 minutes, 12 seconds):
There is no shortcut to this process; mining nodes must expend computation effort, time, and resources to find the correct nonce value for the target.

Once a user has performed this work, they send their block with a valid nonce to the other nodes in the network. The recipient nodes verify that this work was done properly, add the block to their copy of the blockchain, and resend the block to their peer nodes. In this manner, the new block gets quickly distributed throughout the network of participating nodes. Verification of the nonce is easy since only a single hash needs to be done to check to see if it solves the puzzle.

The proof of work consensus model is designed for the case where there is little to no trust amongst users of the system. It ensures mining nodes cannot game the system\(^3\) by always being able to solve the puzzles and thereby control the blockchain and the transactions added to it. However, a major pitfall of the proof of work consensus model is its excessive use of energy in solving the puzzles. This is not trivial; for example, currently the Bitcoin blockchain uses more electricity than the entire country of Ireland, and it has been speculated that it will consume as much electricity as the entire country of Denmark by 2020 [7][8][9]. Software and hardware continually improve, with the result that puzzles can be solved more efficiently, but blockchain networks are growing, and the puzzle targets get harder as more mining nodes participate.

Due to the increasing difficulty of the proof of work puzzles, it is becoming harder for any one computer to solve a puzzle. Therefore, mining nodes have organized themselves into “pools” or “collectives” whereby they collectively solve puzzles. This is because it is possible to distribute the work between two or more nodes across a collective to share the workload and rewards.

Splitting the example program into quarters, each node can take an equal amount of the nonce value range to test:

- Node 1: check nonce 0000000000 to 0536870911
- Node 2: check nonce 0536870912 to 1073741823
- Node 3: check nonce 1073741824 to 1610612735
- Node 4: check nonce 1610612736 to 2147483647

The following result was the first to be found to solve the puzzle:

```
SHA256("blockchain934224174") = 
0x0000000e2ae7e4240df80692b7e586ea7a977eacbd031819d0e603257ed3a81
```

This is a completely new nonce, but one that solved the puzzle. It took 90,263,918 guesses (completed in 10 minutes, 14 seconds). Dividing up the work amongst many more machines yields much better results, as well as more consistent rewards in a proof of work model.

\(^3\) Use the rules and procedures meant to protect the system to actually manipulate the system for a desired result.
4.2 Proof of Stake Consensus Model

The proof of stake model is based on the idea that the more stake\(^4\) a user has in the system, the more likely it will want the system to succeed, and the less likely it will want to subvert it. Proof of stake blockchain systems use the amount of stake a user has as a determining factor for new block creation. The methods for how the blockchain system uses the stakes can vary – from random selection of staked users, to multi-round voting, to a coin aging system. Regardless of the exact approach, users with more stake are more likely to produce new blocks.

With this consensus model, there is no need to perform resource intensive computations (time, electricity, processing power) as found in proof of work. Since this consensus method utilizes less resources, some blockchains have decided to forego a reward for new block creation; these systems are designed so that all the cryptocurrency is already distributed among users rather than new coins being generated at a constant pace.

Within a proof of stake blockchain system, where the choice of block creator is a random choice (sometimes referred to as Chain-based proof of stake), the blockchain system will look at all users with stake and choose amongst them based on their stake to overall system stake ratio. So, if a user had 42% of the stake they would be chosen 42% of the time; those with 1% would be chosen 1% of the time.

When the choice of block creator is a multi-round voting system (sometime referred to as Byzantine Fault Tolerance proof of stake [10]) there is added complexity. The blockchain system will select several staked users to create proposed blocks. The system will then ask all staked users to vote for the next block. After several rounds of this voting, a new block is decided upon. This method allows all staked users to have a voice in the block selection process for every new block.

Finally, there is a method of proof of stake which allows users to create blocks by “spending” aged cryptocurrency (sometimes referred to as “Coin age” proof of stake). The user’s staked cryptocurrency has an additional “age” property, and after a certain amount of time (such as 30 days) the staked cryptocurrency can be “spent” and allow the user to create a new block on the blockchain. The “spent” cryptocurrency then has its “age” reset to 0, and it cannot be used again until after the requisite time has passed. This method allows for users with more stake to create more blocks, but to not dominate the system – since they have a cooldown timer attached to every cryptocurrency spent creating blocks.

Under proof of stake systems, the “rich” can more easily stake more of the digital assets, earning themselves more assets; however, to obtain the majority of assets within a system in order to “control” it is generally cost prohibitive.

\(^4\) Stake is an amount of cryptocurrency that the user has invested into the system, either by locking it via a special transaction type, or by sending it to a specific address; the amount of staked cryptocurrency is generally no longer able to be spent. The likelihood of a user creating a new block is tied to the ratio of their stake to the overall blockchain system amount of staked cryptocurrency.
4.3 Round Robin Consensus Model

In some blockchain systems there does exist some level of trust between mining nodes. In this case, there is no need for a complicated consensus mechanisms to determine which participant adds the next block to the chain. This consensus model is often used for private blockchains and is called round robin, where nodes take turns in creating blocks. To handle situations where a mining node is not available when it is their turn, these systems may include an element of randomness to enable available nodes to publish blocks so that unavailable nodes will not cause a halt in block production. This model ensures no one node creates the majority of the blocks, it benefits from a straightforward approach, it lacks cryptographic puzzles, and has low power requirements.

Unfortunately, due to the need for some level of trust amongst nodes, round robin does not work well in the permissionless open networks used by most blockchain based cryptocurrencies because malicious nodes can continuously add additional nodes to increase the odds of subverting the network.

4.4 Ledger Conflicts and Resolutions

As discussed previously, it is possible that multiple blocks will be published at approximately the same time. This can cause differing versions of a blockchain to exist at any given moment; these must be resolved quickly in order to have consistency in the blockchain. In this section, we discuss how these situations are handled.

With any distributed network, some systems within the network will be behind on information or have alternative information. This depends on network latency between nodes and the proximity of groups of nodes. Blockchain systems that allow any node to generate blocks are more prone to have conflicts due to this openness. A major part of agreeing on the state of the blockchain system (coming to consensus) is resolving conflicting data.

For example, if node_A creates block_n(A) and distributes it to some peers, and node_B creates block_n(B) and distributes it to some peers, there will be a conflict. block_n will not be the same across the network. This conflict is shown in Figure 11, node_a’s ledger is in red, and node_b’s ledger is in blue; they each made block_n, but have different transactions within them (block_n(A) contains Transaction 3, but not Transaction 4, while block_n(B) contains Transaction 4 but not Transaction 3).
Conflicts temporarily generate different versions of the blockchain, which is depicted in Figure 11. These differing versions are not “wrong”; rather, they were created with the information the node had available. The competing blocks will likely have differing transactions within the transaction list, so those with $block_n(A)$ may see transfers of digital assets not present in $block_n(B)$. If the blockchain deals with digital currency, money may both be spent and unspent, depending on which version of the blockchain is being viewed.

Conflicts are usually quickly resolved. Most blockchain systems will wait until the next block is generated and use that chain as the “official” blockchain, thus adopting the “longer blockchain”. As in Figure 12, the blue blockchain becomes the “official” chain, as it got the next valid block. Any transaction that was present in the chain that was not selected, but not present in the new “official” chain, is returned to the unspent transaction pool. Note that this set of waiting
transactions is maintained locally at each node (there is no central server in the architecture).

Figure 12: Chain B Adds the Next Block
5 Forking

Updating technology can be difficult at the best of times, such as when systems are centralized. When a system is comprised of many users, distributed around the world, and governed by the consensus of the users, it becomes extremely difficult. Changes to the blockchain software and implementation are called forks.

5.1 Soft Forks

A *soft fork* is a change to the technology that will *not* completely prevent users who do not adopt the change (e.g., an update to the latest version) from using the changed blockchain system. Since non-updated nodes will recognize the new blocks as valid, a soft fork can be backwards compatible, only requiring that a *majority* of nodes upgrade to enforce the new soft fork rules.

An example of a soft fork occurred on Bitcoin when a new consensus rule was added to support escrow\(^5\) and time-locked refunds. In 2014, a proposal was made to repurpose an operation code that performed no operation (OP_NOP2) to CHECKLOCKTIMEVERIFY, which allows a transaction output to be made unspendable at a point in the future [11]. For future clients that implement this change, the blockchain interpreter will perform this new operation, but for clients that do not support the change, the script is still valid, and execution will continue as if a NOP \(^6\) had been executed.

5.2 Hard Forks

A *hard fork* is a change to the technology that will *completely* prevent users who do not adopt it from using the changed blockchain system. Under a hard fork, the blockchain protocol will change in a manner that requires users to either upgrade to stay with the developer’s “main fork” or to continue on the original path without the upgrades. Users on different hard forks cannot interact with one another. Any change to the block structure, such as the hashing algorithm choice, will require a hard fork.

A well-known example of a hard fork is from Ethereum. In 2016, a smart contract was constructed on Ethereum called the Decentralized Autonomous Organization (DAO). Due to flaws in how the smart contract was constructed, an attacker extracted Ether, the cryptocurrency used by Ethereum, essentially allowing theft of $50 million [12]. A hard fork proposal was voted on by Ether holders, and 89 percent agreed to hard fork and create a new version of the blockchain that returned the stolen funds.

With cryptocurrencies, if there is a hard fork and the blockchain splits, the coins each person has at the time of the split will be mirrored on each fork. If all the activity moves to the new chain, the old one will eventually not be used. In the case of the Ethereum hard fork, the vast majority

---

\(^5\) Funds placed into a third party to be disseminated based on conditions (via multi-signature transactions)

\(^6\) NOP meaning No Operation
of support moved to the new fork, and the old fork was renamed to Ethereum Classic, which has only a fraction of the original user base.

5.3 Cryptographic Changes and Forks

If flaws are found in the cryptographic technologies for a blockchain application, the only solution may be to create a hard fork, depending on the significance of the flaw. For example, if a flaw was found in the underlying algorithms, there could be a fork requiring all future clients to use a stronger algorithm. Until more than 50 percent of the network is on the new software version, the vulnerability could still exist. Switching to a new hashing algorithm could pose a significant practical problem because it could invalidate all existing specialized mining hardware.

Hypothetically, if SHA-256 were discovered to have a flaw, there would need to be a hard fork to migrate to a new hash algorithm. The block that switches over to the new hash algorithm would “lock” all previous blocks into SHA-256 (for verification), and all new blocks would need to utilize the new hashing algorithm. For example, Bitcoin uses SHA-256 hashes, which is easy and fast to implement in hardware ASICs. Other cryptocurrencies such as Ethereum use Keccak-256 (based on SHA-3) [13], while Litecoin uses the scrypt hashing algorithm.

One possibility for the need to change cryptographic features present in a blockchain system would be the development of a practical quantum computer system, which would be capable of greatly weakening (and in some cases, rendering useless) existing cryptographic algorithms. NIST Internal Report (NISTIR) 8105, Report on Post-Quantum Cryptography [14] provides a table describing the impact of quantum computing on common cryptographic algorithms. Table 3 replicates this table.

Table 3: Impact of Quantum Computing on Common Cryptographic Algorithms

<table>
<thead>
<tr>
<th>Cryptographic Algorithm</th>
<th>Type</th>
<th>Purpose</th>
<th>Impact from Large-Scale Quantum Computer</th>
</tr>
</thead>
<tbody>
<tr>
<td>AES</td>
<td>Symmetric key</td>
<td>Encryption</td>
<td>Larger key sizes needed</td>
</tr>
<tr>
<td>SHA-2, SHA-3</td>
<td>N/A</td>
<td>Hash functions</td>
<td>Larger output needed</td>
</tr>
<tr>
<td>RSA</td>
<td>Public key</td>
<td>Signatures, key establishment</td>
<td>No longer secure</td>
</tr>
<tr>
<td>ECDSA, ECDH (Elliptic Curve Cryptography)</td>
<td>Public key</td>
<td>Signatures, key exchange</td>
<td>No longer secure</td>
</tr>
<tr>
<td>DSA (Finite Field Cryptography)</td>
<td>Public key</td>
<td>Signatures, key exchange</td>
<td>No longer secure</td>
</tr>
</tbody>
</table>

The cryptographic algorithms utilized within most blockchain technologies for public/private key pairs will need to be replaced if a powerful quantum computer become a reality. This is because algorithms that rely on the computational complexity of integer factorization (such as RSA) or work on solving discrete logarithms (such as DSA and Diffie-Hellman) are very susceptible to quantum computing. The hashing algorithms and Merkle trees that are the other basis for blockchains are much less susceptible to quantum computing attacks, but are still weakened when quantum computers become a reality.
6 Smart Contracts

A smart contract is a collection of code and data (sometimes referred to as functions and state) that is deployed to a blockchain (e.g., Ethereum). Future transactions sent to the blockchain can then send data to public methods offered by the smart contract. The contract executes the appropriate method with the user provided data to perform a service. The code, being on the blockchain, is immutable and therefore can be used (among other purposes) as a trusted third party for financial transactions that are more complex than simply sending funds between accounts. A smart contract can perform calculations, store information, and automatically send funds to other accounts. It doesn’t necessarily even have to perform a financial function. For example, the authors of this document have created smart contracts that publicly generate trustworthy random numbers [15].

In practice, all mining nodes execute the smart contract code simultaneously when mining new blocks. Thus, smart contract execution may be more expensive than the simple fund transfers in other blockchain based cryptocurrencies. Often, the user issuing a transaction to a smart contract will have to pay for the cost of the code execution in addition to the normal transaction fees. There is a limit on how much execution time can be consumed by a call to a smart contract. If this limit is exceeded, execution stops and the transaction is discarded. This mechanism not only rewards the miners for executing the smart contract code, but also prevents malicious users from deploying and then accessing smart contracts that will perform a denial of service on the mining nodes by consuming all resources (e.g., using infinite loops).
7 Blockchain Categorization

Blockchains are generally categorized based on the permission model, which determines who can access them. If anyone can read and write to a blockchain, it is permissionless. If only particular users can read and write to it, it is permissioned. In simple terms, a permissioned blockchain is similar to a corporate intranet that is controlled, while a permissionless blockchain is like the public internet, where anyone can participate.

7.1 Permissioned

Permissioned blockchains defy the original conception of the Bitcoin blockchain where everyone can read and write to the blockchain, and the ledger is transparent/public. Organizations that wish to work together, but do not fully trust one another, can establish a permissioned blockchain and invite business partners to record their transactions on a shared distributed ledger. This permissioned blockchain can have the same traceability of assets as they pass through the blockchain, as well as the same distributed, resilient, and redundant data storage system as a permissionless blockchain. These organizations can determine the consensus mechanism to be used, based on how much they trust one another.

Permissioned blockchains can be set up so anyone can read them, but only selected members can record transactions on them. This type of blockchain would provide full insight into the internal interactions of the organization by anyone who has an interest, but the public at large would not be able to interfere with the data. Permissioned blockchains can also be set up so anyone can record transactions on the blockchain, but only selected members can read the data.

7.1.1 Application Considerations for Permissioned Blockchains

While permissioned blockchains are often considered an improvement over current systems, certain design characteristics must be considered carefully to ensure security. For example, when using a database, it is possible to have detailed permission granularity, such as allowing certain users to perform specific queries or only allowing certain users to write to specific tables. Applications that use a blockchain may need to consider whether the permissions supported by the blockchain are granular enough to permit enough roles to be created within the system (permissions allow for more traditional roles, such as administrator, user, validator, auditor, etc.). This also applies to how permissions are administered. Once a user is given write access to the blockchain, is it possible to revoke that permission? Most blockchain implementations are immutable, which can make permissions more complicated.

Trust is another critical consideration when deciding to build an application on a blockchain. Within a permissioned blockchain system the method of consensus is generally less computationally intensive – therefore it could be possible for users to act maliciously. However, the trust does not need to extend to all users. It is possible for the maintainer of the blockchain to designate a limited set of mining nodes. If these are trustworthy, it is then unnecessary for the user population at large to be trustworthy as the miners will enforce the blockchain rules.
Another important consideration is having a tamper-evident design. If a malicious mining node tried to change a block, they might for example forge a transaction to give themselves money. Would this kind of change be detected? Are there systems in place to determine what happened?

Immutability is important and is one of the founding principles of the blockchain. In general, malicious transactions that enter the blockchain cannot be undone, even if they are identified. To do so requires rewriting published blocks which essentially forks the blockchain and requires the approval of the majority of mining nodes. In a permissioned system this can be easier since the mining nodes are generally a trusted set that have a special relationship. It is much more difficult, but technically possible, for a permissionless systems such as Bitcoin.

### 7.1.2 Use Case Examples

The following sections depict examples of use cases (not an exhaustive list). Inclusion or exclusion from this section does not validate or invalidate any potential use case.

#### Banking

Suppose a number of banks want to keep a private, distributed ledger available to only the participating banks. This would provide the ability to record transactions from each bank in a way that is visible to the participants, but not the public. However, to do this as a private blockchain (to avoid having to use an expensive proof of work algorithm), each bank takes turns signing the blocks under a distributed consensus algorithm such as Byzantine Paxos [16].

There are a few interesting considerations when using a private blockchain with few participants, such as the ability to overcome its immutability. If there was some major disaster or exception situation, the banks could coordinate to roll back the blockchain and write a different transaction. Additionally, the transactions would not be anonymous because a banking ID would be needed to join.

#### Supply Chain

Recording the transfer of physical goods from a producer, to a shipping terminal, to a ship, to a cargo train, to a delivery truck and to a store is an appealing application of blockchain technology. A blockchain could play a crucial role in trust and transparency with end customers. The blockchain could also be used to monitor supplier actions. Suppliers can record the product produced (such as X number of widgets on a certain date) in a way that other viewers of the blockchain can verify. With a blockchain, it is possible for warehouses to manage logistics efficiently by avoiding overstocking.

#### Insurance and Healthcare

Whenever someone visits a care provider, a myriad of transactions take place behind the scenes. Administrative transactions from nurses, doctors, staff, medical providers, insurance companies, and pharmacies could all be written to a blockchain. Transactions (such as checking benefits, eligibility, coverage, and the available medicine supply) could be read from the blockchain.
Currently, records of these transactions reside in disparate systems, sharing results at the end of an (often manual) process.

7.2 Permissionless

Permissionless blockchains are decentralized platforms with no central authority and are open to participation without users requesting access. Permissionless blockchains often utilize a consensus method that requires more than a trivial effort in order to prevent bad users from easily subverting the system. Such consensus methods include proof of work and proof of stake methods. The reason a permissionless blockchain can work is because there are rewards for participating in the process.

7.2.1 Application Considerations for Permissionless Blockchains

When deciding whether to utilize a permissionless blockchain, one must consider whether the application needs the following qualities:

- **Public facing data** – Since permissionless ledgers tend to allow anyone to inspect and contribute to the blockchain, the data is generally public. Does the data for the application need to be available to everyone? Is there any harm to having public data?
- **Full transactional history** – Due to the open nature of data for these systems, anyone can track the transfer of assets between accounts, from the creation of assets, to each transaction in progress.
- **False data attempts** – Since anyone could contribute to the blockchain, some could submit false data to the blockchain, mimicking data from valid sources. Is there a way for the application to ensure it only gathers data from reputable sources?
- **Data immutability** – Many applications follow the “CRUD” (create, read, update, delete) functions for data. With a blockchain, there is only “CR” (create, read). There are methods that can be employed to “deprecate” older data if a newer version is found, but there is no removal process for the original data. Can the application handle (possibly outdated) immutable data? Does the data lend itself to being immutable?
- **Transactional throughput capacity** – Currently transactions on blockchains are not conducted at the same pace as other solutions (e.g., blocks are not added quickly enough), so some slowdown while waiting for data to be posted may be incurred. Can the application handle that?

7.2.2 Use Case Examples

The following sections depict examples of use cases (not an exhaustive list). Inclusion or exclusion from this section does not validate or invalidate any potential use case.

**Trusted Timestamping**

Trusted timestamping is a way to prove that certain information existed at a given point [17]. The use of a blockchain allows a party to prove they had access to a piece of data in a way that cannot be repudiated. For example, if a person wanted to prove they had possession of a file,
they could hash the file and record the hash value as an annotation to a transaction. Then, if he or
she ever needs to prove possession of the file, it is recorded publicly.

Other use cases of leveraging timestamping on a blockchain include proving a task was
completed on a certain date, proving possession of a photo, proving a contract was signed, or
proving events occurred.

**Energy Industry**

Another blockchain application is the recording of autonomous, machine-to-machine
transactions regarding electricity use [18]. This would take advantage of digital platform
opportunities and changing business models for tracing transactions on the smart grid. One
notable use case in the energy industry for the blockchain is in recording certificates. There are
different power plants generating energy and creating certificates that attest to the amount of
energy produced for subsequent exchange. Currently, there are problems such as emission
certificates being spent twice, as well as the need to address regulatory challenges and provide
more uniform access for everybody in the market. A blockchain can effectively track the
issuance and spending of these energy certificates.

Another example of how blockchains are applicable in the energy industry is in the trading of
excess renewable energy. Buildings can be wired with devices measuring energy usage and
recording it to a blockchain, enabling excess energy to be sold and bought on a market.
8 Blockchain Platforms

Many blockchains are in use today, primarily for digital cash solutions. This section discusses a selection of blockchain platforms to highlight the technical differences and approaches being used. This is not an endorsement of any of these platforms, nor should it be construed as a list of the most popular or important platforms.7

8.1 Cryptocurrencies

Numerous applications of blockchain technologies are primarily oriented around moving currency from one account to another. This section profiles several examples of such blockchain applications.

8.1.1 Bitcoin (BTC)

Bitcoin is a digital cash system that has been previously discussed as the pioneer in using a blockchain. New blocks are created approximately once every 10 minutes using SHA-256 hashing to link them together. It is a proof of work system where mining nodes must find a nonce to include in their block such that the hash of the block is less than some predetermined difficulty value. The difficulty is adjusted up or down to attempt to achieve the 10-minute target for block creation. Early in Bitcoin’s history, individual computers could mine and publish blocks; currently Bitcoin requires specialized hardware, large datacenters, or many individuals working together in a mining pool to win the competition to publish blocks.

With Bitcoin, the paying of transaction fees is technically optional since the mining nodes get most of their funds through the publication of blocks. This fee is designed to be a small fee for each transaction, but it can and has become large due to a substantial backlog of pending transactions. Paying a higher transaction fee can give a transaction a greater priority for getting added to the blockchain. Initially, mining nodes got 50 Bitcoin for each block, and only half of that after a certain number of blocks. For example, the reward for mining a block was 12.5 Bitcoins in July 2016. Per the Bitcoin protocol, this reward will halve every 210,000 blocks (around four years) and will decrease to zero once 21 million Bitcoins have been produced [19]. Bitcoin mining will continue at that point, but the reward will be completely derived from transaction fees.

One last technical note of interest is that each Bitcoin transaction contains code written in a language called Script. This code represents a simple program that specifies the transaction. It contains no loops and is highly restricted with regards to functionality (i.e., it is not Turing complete8). Bitcoin transactions today use only a small portion of the available features of Script. In practice, most Bitcoin transactions use one of just a few templates of code for the movement of funds between parties.

7 The website Map of Coins (http://mapofcoins.com/) provides a good example of a number of blockchain systems, but is still far from being a complete listing.

8 A Turing complete system (computer system, programming language, etc.) can be used for any algorithm, regardless of complexity, to find a solution.
8.1.2 Bitcoin Cash (BCC)

In July 2017, approximately 80 to 90 percent of the Bitcoin computing power voted to incorporate Segregated Witness (SegWit, where transactions are split into two segments: transactional data, and signature data), which made it possible to reduce the amount of data being verified in each block. Signature data can account for up to 65 percent of a transaction block, so a change in how signatures are implemented could be useful. When SegWit was activated, it caused a hard fork, and all the mining nodes and users who did not want to change started calling the original Bitcoin blockchain Bitcoin Cash (BCC). Technically, Bitcoin is a fork and Bitcoin Cash is the original blockchain. When the hard fork occurred, people had access to the same amount of coins on Bitcoin and Bitcoin Cash.

8.1.3 Litecoin (LTC)

Litecoin is inspired by and is very similar to Bitcoin, but aims to provide faster confirmation times. Litecoin has implemented SegWit, splitting transactions into two segments and hiding an increased block size [20]. The “witness” signature is separated from the Merkle tree. Another difference between Bitcoin and Litecoin is Litecoin uses the Scrypt algorithm for hashing instead of SHA-256. The Scrypt algorithm is more difficult to solve than SHA-256 because it uses more memory, which makes development of custom application-specific integrated circuits (ASICs) more difficult. There is a larger maximum number of coins which can be mined (84 million Litecoins). Litecoin is a complement to Bitcoin, with higher transaction volumes, and not designed to replace it [21].

8.1.4 Ethereum (ETH)

Ethereum is a blockchain platform focused on providing smart contracts. Smart contracts are programs that exist on the blockchain that can be accessed by Ethereum users. They can both receive and send funds while performing arbitrary computation. A properly designed contract can act as a trusted third party in financial transactions since its code is both public and immutable. Ethereum’s transaction programming language is Turing complete. Mining nodes receive funds through mining and transaction fees.

Ethereum also has a concept called “gas” used to power the transactional computations (and is generally around 1/100,000 of an Ether). Every transaction consumes gas as it executes, and the originator of a particular transaction must pay sufficient gas, or the execution of the transaction aborts. There is a maximum gas limit per smart contract (currently three million gas) to prevent computationally expensive programs from being submitted to the Ethereum mining nodes. This is because all mining nodes must execute the transactions in parallel [22].

The submission of a transaction to an Ethereum contract causes a program to be run in parallel on the mining nodes’ computers. The resulting state of the contract is stored on the blockchain by the user that publishes the next block.

8.1.5 Ethereum Classic (ETC)

Ethereum Classic was created when Ethereum hard forked after the DAO hack [12]. An attacker had drained approximately $50 million, and the Ethereum Foundation created a hard fork to
move the stolen funds back to a state before the attack took place. Users who owned Ethereum before the DAO hard fork had the same amount of Ethereum Classic (ETC) after the fork. The reason it exists is because a number of users of the Ethereum blockchain rejected the fork for philosophical reasons [23], including the principle that the blockchain cannot be changed, and decided to keep using the unforked Ethereum blockchain. The mining and software is largely the same between Ethereum and Ethereum Classic, with the difference being that Ethereum is a fork and the more popular chain.

8.1.6 Dash (DASH)

Dash is a cryptocurrency built with the objective of providing faster transactions. It uses a “masternode” network and can make transactions within four seconds [24]. Dash uses deterministic ordering for the masternodes by using the hash and proof of work for each block. Interestingly, becoming a masternode requires 1000 Dash collateral, which makes it very expensive (nearly impossible) to control more than 50 percent of the network [25]. The collateral requirement for masternodes seeks to alleviate the problems of untrusted nodes in a peer-to-peer network.

Dash uses a different hashing algorithm than most, x11. This consists of using all 11 SHA-3 contestant algorithms (including BLAKE, JH, Keccak, and Skein), with each hash being submitted to the next algorithm in the chain [25]. The reasoning is that multiple algorithm use makes it harder for an ASIC to be created that targets solving these hashes in hardware.

8.1.7 Ripple (XRP)

Ripple is the name of both a cryptocurrency and the payment network on which it is transferred. The goal of Ripple is to build on the approach of Bitcoin and to connect different payment systems together. It has a fixed supply of 100 billion XRP, with half of them designated for circulation [26]. Ripple clients do not need to download the entire blockchain, making it easy for clients to join in seconds. Additionally, there is no mining reward for running a server because each transaction costs a small amount of Ripple, similar to Ethereum gas. Therefore, there are no mining nodes or mining pools; instead, about one-thousandth of a cent from each transaction is destroyed [27]. Ripple is not designed with explicit goals for anonymity, but it does have features providing privacy, such as using proxied gateway payments.

8.2 Hyperledger

Hyperledger is a group of projects aiming to create enterprise-grade, open-source distributed ledgers [28]. The Hyperledger Project is supported and hosted by the Linux Foundation. Although hosted by the Linux Foundation, each project was developed and contributed by different sources. There are several projects within the Hyperledger Project, each one providing a blockchain platform to solve specific problems.

8.2.1 Hyperledger Fabric

This is a modular, permissioned blockchain that can run smart contracts (called chaincode) [29]. The Fabric blockchain was initially contributed to the Hyperledger Project by Digital Asset and IBM.
8.2.2 Hyperledger Sawtooth

This is a modular distributed ledger using proof of elapsed time as the consensus protocol. In a proof of elapsed time system, every participant requests a “wait time” from a hardware enclave (a trusted and secure feature available on some hardware), which distributes wait times randomly. Whichever participant was awarded the shortest time creates the next block in the chain. The use of Hyperledger Sawtooth is tightly coupled to hardware that supports the hardware enclave feature. Hyperledger Sawtooth was initially contributed by Intel.

8.2.3 Hyperledger Iroha

This acts as an Identity/Know Your Customer (KYC) service using blockchain technologies, which allows institutions to share data and manage identity. Hyperledger Iroha was initially contributed by Soramitsu, Hitachi, NTT Data, and Colu.

8.2.4 Hyperledger Burrow

Hyperledger Burrow is a permissioned smart contract-enabled blockchain platform. It accepts Ethereum-based smart contract code. Hyperledger Burrow was originally contributed by Monax and co-sponsored by Intel.

8.2.5 Hyperledger Indy

This is an independent identity platform providing provenance for trust transactions and accountability. It supports user-controlled exchanges of verifiable claims about identifying information, as well as revocation models. It supports three important privacy features: Decentralized Identifiers (DIDs), pointers to off-ledger sources so that no personal data is written to the ledger, and zero-knowledge-proofs. The Indy code is being contributed to the Hyperledger Project by the Sovrin Foundation.

8.3 MultiChain

MultiChain is an open source blockchain platform that enables anyone to setup, configure, and deploy a private, semi-private, or public blockchain. MultiChain is a fork of Bitcoin, but with many modifications. Users can determine whether there is to be an associated cryptocurrency, as well as the consensus method (round robin or proof of work). In the default configuration, MultiChain is a private, permissioned-based blockchain using round-robin consensus. This means that the first person to set up the blockchain acts as an administrator and initial node; all additional users must direct their MultiChain blockchain clients to this first node, and the administrator must grant them permissions.

MultiChain Streams [30] are a unique feature; they are described as “shared immutable key-value time series databases” which are stored on a blockchain.
9 Blockchain Limitations and Misconceptions

There is a tendency to overhype and overuse most nascent technology. Many projects will attempt to incorporate the technology, even if it is unnecessary. This stems from the technology being relatively new and not well understood, or the technology being surrounded by misconceptions. Blockchain technology has not been immune. This section highlights some of the limitations and misconceptions of blockchain technology.

9.1 Blockchain Control

A common misconception is that permissionless blockchains are systems without control and ownership. The phrase “no one controls a blockchain!” is often exclaimed; however, while no user, government, or country controls a blockchain, there is still a group of core developers who are responsible for the system’s development. These developers may act in the interest of the community at large, but they still maintain some level of control. For example, in 2013 Bitcoin developers released a new version of the most popular Bitcoin client which introduced a flaw and started two competing chains-of-blocks. The developers had to decide to either keep the new version (which had not yet been adopted by everyone) or revert to the old version [31]. Either choice would result in one chain being discarded—and some people’s monetary transactions becoming invalid.

The developers made a choice, reverted to the old version, and successfully controlled the progress of the Bitcoin blockchain. This example was an unintentional fork; however, developers can purposely build new clients, and with enough adoption from the user base, a successful fork can be created. These forks are often discussed at length and given a long adoption period before being made mandatory to continue recording transactions on the new “main” fork.

The phrase “no one controls a blockchain!” would be better stated as, “no one controls with whom and when you can perform transactions, within the rules of the blockchain system.”

9.2 Malicious Users

While the blockchain system can enforce transaction rules and specifications, it cannot enforce a code of conduct. This is problematic in permissionless blockchain systems, since users are pseudonymous and there is not a one-to-one mapping between blockchain nodes and users of the system. Permissionless blockchains provide incentive (e.g., a cryptocurrency) to motivate users to act fairly; however, some may choose to act maliciously if that provides greater incentives. The largest problem for malicious users is getting enough power (be it a stake in the system, processing power, etc.) to cause damage. Once a large enough malicious collusion is created, malicious mining actions can include:

- Ignoring transactions from specific users, nodes, or even entire countries.
- Creating an altered, alternative chain in secret, then submitting it once the alternative chain is longer than the real chain. The honest nodes will switch to the chain that has the most “work” done (per the blockchain protocol). This could attack the concept of “immutability” within a blockchain system [32].
• Refusing to transmit blocks to other nodes, essentially disrupting the distribution of information.

While malicious users can be annoyances and create short-term harm, blockchains can perform hard forks to combat them. Whether damages done (money lost) would be reversed would be up to the developers and users of the blockchain system.

9.3 No Trust

Another common misinterpretation comes from people hearing that there is no “trusted third party” in a blockchain and assuming blockchain systems are “trustless” environments. While there is no trusted third party certifying transactions in permissionless blockchain systems (in permissioned systems it is less clear, as administrators of those systems act as an administrator of trust by granting users admission and permissions), there is still a great deal of trust needed to work within a blockchain system:

• There is trust in the cryptographic technologies utilized. For example, cryptographic algorithms or implementations can have flaws, and smart contracts can have unintended loopholes and flaws.
• There is trust in the developers of the software to produce software that is as bug-free as possible.
• There is trust that most users of the blockchain are not colluding in secret. If a single group or individual can control more than 50 percent of all block creation power, it is possible to subvert a permissionless blockchain system. However, generally obtaining the necessary computational power is prohibitively expensive.
• There is trust that nodes are accepting and processing transactions fairly.

9.4 Resource Usage

Blockchain technology has enabled a worldwide network of value where every transaction is verified and the blockchain is kept in sync amongst a multitude of users. For blockchain systems utilizing proof of work, this means there is a large number of users churning away processing time and consuming a lot of electricity. A proof of work method is a great solution for “hard to create, easy to verify” proofs, but as discussed in Section 4.1, it requires significant resource usage.

An additional strain on resources occurs whenever a new full node is created; the node must obtain (usually through downloading) most of or all the blockchain data (Bitcoin’s blockchain data is over 100 gigabytes in size as of this writing) [33]. This process uses a lot of network bandwidth.

Blockchains are often compared to databases, and while they both store information, blockchains have limits on the amount of data that can be stored and are not meant to be a general storage medium. In order to quickly calculate hashes on transactions and distribute transactions amongst the network, transactions need to be relatively small. Large amounts of data are usually stored “off chain,” with “pointers/references” or hashes of the data stored within the blockchain itself. Blockchains also benefit from data being immutable, which is not a trait general purpose data usually needs.
9.5 Transfer of Burden of Credential Storage to Users

Since blockchains are not centralized, there is no intrinsic central place for user key management. Users must manage their own private keys, meaning if one is lost, anything related to that private key is lost (digital assets, etc.). There is no “forgot my password” or “recover my account” feature for blockchain systems. While centralized management solutions can be put into place, they create the same problems current systems have: central points of failure.

9.6 Private/Public Key Infrastructure and Identity

Some people, when hearing that blockchain technology incorporates a public/private key infrastructure, immediately believe it intrinsically supports identity. This is not the case, as there is not a one-to-one relationship of private key pairs to users (a user can have multiple private keys), nor is there a one-to-one relationship between blockchain addresses and public keys (multiple addresses can be derived from a single public key). Nodes on the Bitcoin blockchain validate transactions before they are added to a block and subsequently incorporated into the blockchain. One stage of this validation requires the user that initiated the transaction to sign the transaction with a private key. Blockchain nodes verify the signature to prove the user does in fact own the Bitcoin value being transferred.

Digital signatures are often used to prove identity in the cybersecurity world, and this can lead to confusion about the potential application of a blockchain to identity management. A blockchain’s transaction signature verification process links transactions to the owners of private keys, but provides no facility for associating real-world identities with these owners. In some cases, it is possible to connect real-world identities with private keys, but these connections are made through processes outside, and not explicitly supported by, the blockchain. For example, a law enforcement agency could request records, from an exchange, that would connect transactions to specific individuals. Another example is an individual posting an address online for donations.

While it is possible to use blockchains in identity management frameworks that require a distributed ledger component, it is important to understand that typical blockchain implementations are not designed to serve as standalone identity management systems. There is more to having secure digital identities than simply implementing a blockchain.
10 Conclusions

Blockchains are a significant new avenue for technological advancements, enabling secure transactions without the need for a central authority. Starting in 2009, with Bitcoin leveraging blockchain technology, there has been an increasing number of blockchain based cryptocurrencies. Possibly more importantly, new applications beyond the realm of currencies are building upon the fundamentals of blockchain technology.

The first applications were digital currencies with the distribution of a global ledger containing all transactions. These transactions are secured with cryptographic hashes, and transactions are signed and verified using public/private key pairs. The transaction history is summarized with Merkle trees, to efficiently and securely record a chain of events in a way that any attempt to edit or change a past transaction will also require a recalculation of all subsequent blocks of transactions.

The use of blockchains is still in its early stages, but it is built on widely understood and sound cryptographic principles. Moving forward, it is likely that blockchains will be another tool that can be used to solve newer sets of problems. Financial organizations are likely to be the businesses most impacted by blockchains. They may need to adapt or even completely change their practices to focus on being platforms for value exchange and not just places to store value.

Blockchains are also digitizing assets other than money. Companies that need to maintain a public record, such as holding land title, marriage, or birth records, should consider how their problem sets might be addressed by blockchain technologies. Blockchains also have strong potential for storing and recording supply chain records. A blockchain can record each step in a product’s life, from when it was created in a factory, to when it was shipped and subsequently delivered to a store, and finally to when a consumer purchased it. There may even be new industries, such as digital notaries who can prove a person had access to a specific piece of information by recording the hash of it into the blockchain. There are many potential uses and opportunities for blockchain technologies.

As detailed throughout this publication, a blockchain relies on existing network, cryptographic, and recordkeeping technologies but uses them in a new manner. It will be important that organizations are able to look at the technologies and both the advantages and disadvantages of using them. Once a blockchain is implemented and widely adopted, it becomes very difficult to change it without forking. Once something is recorded in a blockchain, it is usually there forever, even when there is a mistake. For some organizations these are desirable features. For others, these may be deal breakers preventing the adoption of blockchain.

Blockchain technologies have the power to disrupt many industries. To avoid missed opportunities and undesirable surprises, organizations should start investigating whether or not a blockchain can help them.
# Appendix A—Acronyms

Selected acronyms and abbreviations used in this paper are defined below.

<table>
<thead>
<tr>
<th>Acronym</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>ASIC</td>
<td>Application-Specific Integrated Circuit</td>
</tr>
<tr>
<td>BCC</td>
<td>Bitcoin Cash</td>
</tr>
<tr>
<td>BFT</td>
<td>Byzantine Fault Tolerant</td>
</tr>
<tr>
<td>BTC</td>
<td>Bitcoin</td>
</tr>
<tr>
<td>CPU</td>
<td>Central Processing Unit</td>
</tr>
<tr>
<td>CR</td>
<td>Create, Read</td>
</tr>
<tr>
<td>CRUD</td>
<td>Create, Read, Update, Delete</td>
</tr>
<tr>
<td>DAO</td>
<td>Decentralized Autonomous Organization</td>
</tr>
<tr>
<td>DID</td>
<td>Decentralized Identifier</td>
</tr>
<tr>
<td>DSA</td>
<td>Digital Signature Algorithm</td>
</tr>
<tr>
<td>ECDSA</td>
<td>Elliptic Curve Digital Signature Algorithm</td>
</tr>
<tr>
<td>ETC</td>
<td>Ethereum Classic</td>
</tr>
<tr>
<td>ETH</td>
<td>Ethereum</td>
</tr>
<tr>
<td>EVM</td>
<td>Ethereum Virtual Machine</td>
</tr>
<tr>
<td>FIPS</td>
<td>Federal Information Processing Standard</td>
</tr>
<tr>
<td>FOIA</td>
<td>Freedom of Information Act</td>
</tr>
<tr>
<td>GPU</td>
<td>Graphics Processing Unit</td>
</tr>
<tr>
<td>I2P</td>
<td>Invisible Internet Project</td>
</tr>
<tr>
<td>IoT</td>
<td>Internet of Things</td>
</tr>
<tr>
<td>IR</td>
<td>Internal Report</td>
</tr>
<tr>
<td>ITL</td>
<td>Information Technology Laboratory</td>
</tr>
<tr>
<td>KYC</td>
<td>Know Your Customer</td>
</tr>
<tr>
<td>NIST</td>
<td>National Institute of Standards and Technology</td>
</tr>
<tr>
<td>Abbreviation</td>
<td>Description</td>
</tr>
<tr>
<td>--------------</td>
<td>------------------------------</td>
</tr>
<tr>
<td>NISTIR</td>
<td>National Institute of Standards and Technology Internal Report</td>
</tr>
<tr>
<td>RSA</td>
<td>Rivest-Shamir-Adleman</td>
</tr>
<tr>
<td>SegWit</td>
<td>Segregated Witness</td>
</tr>
<tr>
<td>SHA</td>
<td>Secure Hash Algorithm</td>
</tr>
<tr>
<td>XMR</td>
<td>Monero</td>
</tr>
<tr>
<td>XRP</td>
<td>Ripple</td>
</tr>
</tbody>
</table>
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Appendix B—Glossary

Selected terms used in this paper are defined below.

**Address**
A short, alphanumeric string derived from a user’s public key using a hash function, with additional data to detect errors. Addresses are used to send and receive digital assets.

**Assets**
Anything that can be transferred.

**Block**
A set of validated transactions.

**Block header**
The portion of the block that contains information about the block itself (block metadata), usually including the timestamp for posting the block, the Merkle tree root hash, the previous block’s hash, and the cryptographic nonce (if needed).

**Blockchain**
A distributed digital ledger of cryptographically signed transactions that are grouped into blocks. Each block is cryptographically linked to the previous one after validation and undergoing a consensus decision. As new blocks are added, older blocks become more difficult to modify. New blocks are replicated across all copies of the ledger within the network, and any conflicts are resolved automatically using established rules.

**Byzantine Fault Tolerant proof of stake consensus model**
A proof of stake consensus model where the blockchain decides the next block by allowing all staked members to “vote” on which submitted block to include next.

**Centralized network**
A network configuration where participants must communicate with a central authority to communicate with one another. Since all participants must go through a single centralized source, the loss of that source would prevent all participants from communicating.

**Chain-based proof of stake consensus model**
A proof of stake consensus model where the blockchain system decides the next block through pseudo-random selection, based on a personal stake to overall system asset ratio.

**Conflict**
One or more participants disagree on the state of the system.
Conflict resolution
A predefined method for coming to a consensus on the state of the system (e.g., when portions of the system participants claim there is State_A and the rest of the participants claim there is State_B, there is a conflict – the system will automatically resolve this conflict by choosing the “Valid” state as being the one from whichever group adds the next block of data; any transactions “lost” by the state not chosen are added back into the unspent transaction pool).

Consensus algorithm
A predefined method to determine whether some data can be committed to a data store. Also known as a consensus model.

Cryptocurrency
A digital asset/credit/unit within the system, which is cryptographically sent from one user to another user. In the case of cryptocurrency creation (such as the reward for mining), the system itself generates and distributes the currency via the same cryptographic mechanisms. These assets are transferred from one wallet to another by using digital signatures with public/private key pairs.

Cryptographic hash function
A function that maps a bit string of arbitrary length to a fixed-length bit string. Approved hash functions satisfy the following properties:

1. (One-way) It is computationally infeasible to find any input that maps to any pre-specified output, and
2. (Collision resistant) It is computationally infeasible to find any two distinct inputs that map to the same output.

From NIST SP 800-175B Guideline for Using Cryptographic Standards in the Federal Government: Cryptographic Mechanisms, [http://dx.doi.org/10.6028/NIST.SP.800-175B](http://dx.doi.org/10.6028/NIST.SP.800-175B)

Cryptographic nonce
An arbitrary number (usually randomly selected) that is used once.

Decentralized network
A network configuration where there are multiple authorities that serve as a centralized hub for a subsection of participants. Since some participants are behind a centralized hub, the loss of that hub will prevent those participants from communicating.
Digital signature: A cryptographic technique that utilizes private/public keys to determine authenticity (i.e., users can verify that the message was signed with a private key corresponding to the specified public key), non-repudiation (a user cannot deny having sent a message) and integrity (that the message was not altered during transmission).

Distributed network: A network configuration where every participant can communicate with one another without going through a centralized point. Since there are multiple pathways for communication, the loss of any participant will not prevent communication. Also known as peer-to-peer.

Fork: A change to blockchain software and implementation.

Full node: A blockchain node that stores the blockchain data, passes along the data to other nodes, and ensures that newly added blocks are valid.

Genesis block: The first block of a blockchain system; it records the initial state of the system.

Hard fork: A fork that will completely prevent users who do not adopt it from using the changed blockchain system. Users must either upgrade to stay with the developer’s main fork or continue on the original path without upgrades. Users on different hard forks cannot interact with one another.

Hash chain: An append-only data structure where data is bundled into blocks that include a hash of the previous block’s data within the newest block. This data structure provides evidence of tampering because any modification to a block’s data will change the hash digest recorded by the following block.

Hash digest: The output of a hash function (e.g., hash(data) = digest). Also known as a digest.

Hashing: A method of calculating a relatively unique output (called a hash digest) for an input of nearly any size (a file, text, image, etc.) Hash algorithms are designed to be one-way; calculating the digest of an input is simple, but reconstructing the input from the digest is significantly difficult, and to be collision-resistant, so that it is computationally infeasible to find two inputs which result in the same digest. Additionally, the smallest change of input, even a single bit, will result in a completely different output digest.

Immutable: Data that can only be written, not modified.

Ledger: A collection of transactions recorded chronologically.

Lightweight node: A blockchain node that does not need to store a full copy of the blockchain and often passes its data to full nodes to be processed.
Merkle tree  A data structure where the data is hashed and combined until there is a singular root hash that represents the entire structure.

Mining  The act of performing the required work (as defined by the system’s consensus algorithm) to add the next block to the system and usually rewarded with a cryptocurrency. Also known as *minting*.

Mining Node  One of a subset of nodes in charge of maintaining the blockchain. Also known as a *minter*.

Node  An individual system within the blockchain.

Permissioned  A system where every user must have their permissions assigned by an administrator.

Permissionless  A system where all users’ permissions are equal and not set by any administrator.

Permissions  Allowable user actions (e.g., read, write, execute).

Proof of stake consensus model  A consensus model where the blockchain network is secured by users locking an amount of cryptocurrency into the blockchain system, a process called *staking*. Participants with more stake in the system are more likely to want it to succeed and to not be subverted, which gives them more weight during consensus.

Proof of work consensus model  A consensus model where a mining node obtains the right to publish the next block by expending time, energy, and computational cycles to solve a hard-to-solve, but easy-to-verify problem (e.g., finding the nonce which, when combined with the data to be added to the block, will result in a specific output pattern).

Public/private key cryptography  A cryptographic system where users have a private key that is kept secret and used to generate a public key (which is freely provided to others). Users can digitally sign data with their private key, and the resulting signature can be verified by anyone using the corresponding public key. Also known as asymmetric cryptography.

Round robin consensus model  A consensus model for private blockchains where nodes are pseudo-randomly selected to create blocks, but a node must wait several block-creation cycles before being chosen again to add another new block. This model ensures that no one participant creates the majority of the blocks, and it benefits from a straightforward approach, lacking cryptographic puzzles, and having low power requirements.
Soft fork  A fork that will not completely prevent users who do not adopt it from using the changed blockchain system. A soft fork can be backwards compatible, only requiring that a majority of mining nodes upgrade to enforce the new soft fork rules.

Transaction  A recording of a transfer of assets (digital currency, units of inventory, etc.) between parties.

Transaction pool  A distributed queue where candidate transactions wait until they are added to the blockchain. Also known as Unspent transaction pool.

Turing complete  A system (computer system, programming language, etc.) that can be used for any algorithm, regardless of complexity, to find a solution.

User  Any single person, group, business, or organization which is using or operating a blockchain node.

Wallet  Software used to manage public/private keys and addresses used for transactions.
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